JavaScript code submission guidelines:
Gmail blocks files with suffix .js (for security reasons). To overcome this, submit JavaScript code solutions as .txt files. The grader will change the suffix to .js --- nothing else! --- for grading.
The rest of the submission guidelines in the course’s website apply as usual.

Convenient JavaScript console:
When experimenting with JavaScript code, you may find it convenient to use a browser’s console to run JavaScript snippets. In Firefox, go to Tools->Web Developer->Web Console.

1. This problem asks you to compare two sections of code. The first one has three declarations and a fourth statement that consists of an assignment and a function call inside curly braces:

```javascript
var x = 6;
function f(y) { return (x + y) - 2};
function g(h) { var x = 8; return h(x) };
{ var x = 10; z = g(f) };
```

The second section of code is derived from the first by placing each line in a separate function, and then calling all the functions with empty argument lists. In effect, each "(function () {" begins a new block because the body of each JavaScript function is in a separate block. Each "});" closes the function body and calls the function immediately so that the function body is executed.

```
(function () {
  var x = 6;
  (function () {
    function f(y) {return (x + y) - 2};
    (function () {
      function g(h) {var x = 8; return h(x)};
      (function () {
        var x = 10; z = g(f);
      }());
    }());
  }());
}());
```

a. What is the value of g(f) in the first code example?

b. The call g(f) in the first code example causes the expression (x+y)-2 to be evaluated. What are the values of x and y that are used to produce the value you gave in (a)?
c. Explain how the value of y is set in the sequence of calls that occur before (x+y)-2 is evaluated.

d. Explain why x has the value you gave in (b) when (x+y)-2 is evaluated.

e. What is the value of g(f) in the second code example?

f. The call g(f) in the second code example causes the expression (x+y)-2 to be evaluated. What are the values of x and y that are used to produce the value you gave in (e)?

g. Explain how the value of y is set in the sequence of calls that occur before (x+y)-2 is evaluated.

h. Explain why x has the value you gave in (f) when (x+y)-2 is evaluated.

2. Examine the following JavaScript code, which contains two implementations of a function calculating the Fibonacci sequence, also available at: http://www.cs.tau.ac.il/~msagiv/courses/pl19/ex5/fibonacci.js

```javascript
var naive_fibonacci = function f (n) {
    return (n===0 || n === 1) ? n : f(n-1) + f(n-2);
}

var fibonacci = (function () {
    var memo = [0, 1];
    var fib = function f (n) {
        var result = memo[n];
        if (typeof(result) === "undefined") {
            result = f(n-1) + f(n-2);
            memo[n] = result;
        }
        return result;
    };
    return fib;
})();
```

a. Try to compute the 100th Fibonacci number with both versions and see what happens. What is the time complexity to calculate the nth Fibonacci number in each implementation? Explain the differences.

b. Explain the purpose of the variable memo.

c. Where is the variable memo in scope?
d. When during the run-time is the variable `memo` live in memory?

e. Why was the variable `memo` defined like that, and what's the purpose of the anonymous function without parameters?

f. Use a similar technique to create a function `memoize`, that takes a function as an argument, and returns a new function which implements the given function with memoization (assume the given function takes a single numeric argument). Your implementation should allow the following code:

```javascript
var cool_fibonacci = memoize(function(n) {
    return (n===0 || n === 1) ? n : cool_fibonacci(n-1) +
    cool_fibonacci(n-2);
});
console.log(cool_fibonacci(100) + " wow, this was fast!");
```

**Note:** For this question, sections (a)-(e) should be submitted in the PDF, and section (f) should be solved in the `fibonacci.js` file, which should be submitted.

3. **Type inference:**
Consider an implementation of a function that appends a given element twice to the end of a given list.

a. Give a step-by-step explanation of the type inference of the following OCaml function by the Hindley-Milner type inference algorithm:

```ocaml
let rec append2 x y =
    match x with
    | [] -> [y; y]
    | hd::tl -> append2 tl y
```

b. Is there something in the inferred type that indicates an error in the code?

c. Fix the error in the code (submit the fixed code in the PDF).

d. Explain the type of the fixed function, and the difference in the run of the Hindley-Milner algorithm on it compared to the run you described in (a).

4. **Bonus.** The following files contain a JavaScript implementation of the famous Minesweeper game:

When loaded in a web browser, the files present a 2-dimensional board of cells. Each cell may or may not contain a mine (mines are placed randomly). When the user clicks a cell that contains a mine, the cell is painted red (and the user lost the game). When the user clicks a cell that does not contain a mine, the number of mines around that cell is revealed (i.e., the number of mines in the 8 adjacent cells).

Your task is to modify the code such that when the user reveals a 0 cell (a cell with no mines around it), the cells surrounding it are also revealed automatically. If any of them is also a 0 cell, automatic revealing continues. Use high-order functions to intercept the event of a cell being fully revealed. Notice the fade-in effect, which must also be preserved by automatic revealing.

Hint: refer to the functions get_cell and is_cell_hidden which are already implemented in the code, and use them. Their functionality and synopsis are described in the documentation block above them. These functions are implemented using the jQuery library.